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An End User Development Environment 
for Culturally Contextualized 
Storytelling 
Marcos Alexandre Rose Silva, Junia Coutinho Anacletouthor 
Federal University of São Carlos. Washigton Luis KM 235, São Carlos, SP, 
Brazil 
marcos_silva@dc.ufscar.br, junia@dc.ufscar.br  

Abstract. This paper describes an environment that users can develop a narrative game 
as a product, to be used at school by teachers, considering students’ culture expressed 
in common sense knowledge, for storytelling, allowing teacher to create, configure, adapt 
and evolve stories according to student’s social economics and cultural reality and use a 
common vocabulary. Consequently, teacher enables them to identify and get interested 
in collaborating with the teacher and other students to develop the story, being co-
authors. These stories created can be considered as a product of the narrative game 
software. Although building these products, teachers can also monitor the children's 
learning process for elaborating their experiences, being able to support them and make 
interventions when necessary, promoting a safe and health student's development. 

Keywords: Narrative Game, Context, Common Sense, Education.  

1 Introduction 
School ambient is very important to the children’s intellectual and socio-cultural 
growth. At school children can expand their interpersonal, cognitive and linguist 
skills. Therefore the quality of relations established in school, specially in 
children’s education, can affect their learning and development. Because of this, 
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the relationship in the school among students and between students and teachers is 
very important.  

On the other hand, teachers could have difficulty to promote these interactions; 
some times they do not have support to promote these interactions. In this context 
this paper describes a narrative game that intends to support the teacher through 
storytelling to interact with their students. The teachers are co-authors of this 
game, because they can configure, adapt and evolve the stories by themselves, and 
they can tell stories using culturally contextualized information that are displayed 
to them according to their needs during the narrative.  

This paper is organized as follow: section 2 the game's prototype is presented; 
on section 3 describes about the use of common sense knowledge in the narrative 
game; and last section 4 discuss some conclusions. 

2 Contexteller 
According to Piaget (1999), games are directly related to the child’s development. 
There are several types of games and each one of them has characteristics that 
help the child’s physical and mental growth. Overall, games can be classified as 
(ANACLETO et al., 2008): recreational, cooperative, educational and narrative. 
Fantasy in narrative games allow people, especially children, to feel safe to 
express themselves because they believe that what happens in fantasy has little or 
even no consequence in real life. According to Oaklander (1988) children do 
things, behave and move in their fanciful world in the same way in their real 
world. Because of that narrative games for their free expression and support to 
formule experiences are useful. 

The narrative game proposed in this paper, Contexteller - storyteller 
contextualized by Common Sense knowledge, is inspired in Role-Playing Game – 
RPG (BITTENCOURT et al., 2003). Like RPG, the game presented has as 
participants, the master who usually is the most experienced player and his task is 
to present a story to a group, with characters, their characteristics, scenarios to 
other participants, who are the players. These are not just spectators; they 
contribute actively in the story through their characters that choose paths and take 
on own decisions, and most of the time not foreseeing by the master, contributing 
to the spontaneous and unexpected development of the story. In the context work 
the master is the teacher who introduces the story and intervenes collaboratively 
with the players. The players are the students, the co-authors of the narrative. 

For this game, it was considered a group of children from 8 to 12. Piaget 
(1999) describes that during this stage children are willing to make friends and 
want to participate and interact with other children’s game. Therefore, there are 
great chances that the children can be interested in participating and interacting 
with the story being told collaboratively 
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Figure 1 shows the interface available to master. This interface allows the 
masters to see their card (I), dice (II), and text area (III), which allows them to 
read all the messages sent to them and other players during composition of the 
collaborative story. In area (IV) presents the common sense card and area (V) 
shows the cards of players. 

The game has some RPG elements, such as: Magic, Force and Experience. The 
values of the first and second elements are defined by the players. These elements 
are considered to be one of the rules existing in RPG. This rule avoids many 
discussions that could occur during the story. For example, knowing what is the 
strongest or most powerful character (FERNANDES, 2008). The values of the 
elements are numbers to be considered in some situations. For example, a 
character with Force equal 5 is more likely to survive a crash than a character 
with Force equal 2. The master attributes the value of the Experience when the 
character achieves a particular goal stipulated during the development of the 
story, in short, dynamically.  

This game allows teachers to tell their stories considering their pedagogical 
goals. It also intends to give computational support for the master to get help from 
contextualized information, both in the initial phase , i.e., the composition of the 
scenario and the characters to be presented, as well as in others phases, such as: 
story definition and sequence. This support is obtained using a common sense 
knowledge base that represents cultural aspects of students´ community. 

3 Use of common sense knowledge in the 
Contexteller 

The game proposed uses the common sense knowledge obtained by the Open 
Mind Common Sense in Brazil Project (OMCS-Br), developed by the Advanced 
Interaction Laboratory (LIA) at UFSCar with Media Lab of Institute 
Massachusetts of Technology (MIT) collaboration.  

In the project, it has been collected common sense of a general public through 
Web site. Common sense is storing in a knowledge base through the 
representation of knowledge in natural language sentences where it is processed 
(ANACLETO et al., 2006). In this game, the common sense information is 
obtained through a card, which is presented on the master’s interface (Figure 1). 
This card allows teachers to use common sense knowledgebase in the story script. 
Teachers can obtain characters or/and their characteristics through this common 
sense knowledge.  

The card objective is to support teachers on knowing what students know about 
some story or even events, cause and consequences. And teachers can use this 
information to conduct the stories. In short, story definition and sequence. 
Because of this, players can feel connected with the story characters, 
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characteristics, scenarios and language that teacher defined with common sense 
knowledge help. Therefore, Contexteller does not teach common sense to 
teachers, but help them to know what students´ knowledge about stories, because 
teachers already know about common sense. 

For example, if the teachers want to use in the story a character that likes to 
joke and trick, they can through the common sense knowledge base obtain the 
following characters: Saci-Pererê, Iara, Curupira, Caipora (from the Brazilian 
folklore) and Joker (from Batman's), among other. Teachers also can get the 
characteristics for the characters or something that they want to include into the 
story. For example, some characteristics coming up from Iara´s character are: a 
mermaid, long hair, beautiful, fish tail. Teachers can join such information with 
the story that they want to tell and to define the characters and their profiles, 
personalities. Players must choose a character to participate in the story.  

During the story teachers also have support of the common sense. Figure 1 
illustrates a situation where Iara character does not play because she wants to 
comb her hair and master continuous the story with contextualized information 
helping.  

 

Figure 1. The interface of the Narrative Game. 

All the regions in Brazil consider that Iara is a mermaid but in some regions 
she has different characteristic, such as: short or long hair, brunette or blonde, 
short or tall, etc. If teachers know the common sense of the specific region, they 
can tell the story considering the student’s reality of that region. For teachers to 
give common sense information about any Brazil regions, they can select a filter 
in initial phase. The filter is used to obtain the common sense from a certain 
community or group of people, like teenagers from Rio de Janeiro in Brazil.  

4 Conclusion 
This paper describes a environment for online collaborative storytelling, where 
the players jointly develop a story under the advise of a master (teacher). This 
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game is meant to support a teacher in interacting with students which have 
different social and cultural backgrounds. Contextteller intends to allow students 
to feel closer and identified themselves in the story. Therefore, they can express 
themselves through the character in their cultural context. They know and identify 
meanings to the symbolism adopted by the master. These symbols can come from 
the students’ community common sense knowledge to define the character, 
objects, in fairy tales.  

The stories created are products and teachers can use these products to generate 
various materials, such as: a book, allowing the students to take stories to their 
home, to show them to their families and friends; to print the stories to students 
draw and paint their drawing, etc. When the students have a product that they are 
co-authors, they fell proud of themselves and motivate to participate on other 
stories creation. Teachers during the stories can also observe how the students 
lead their characters interacting with other characters. If the character is shy, 
aggressive, isolated from colleagues or other, these interactive situations can 
enable the teacher to interpret how the character is being conducted, and then to 
get to know better the students and their realities. 
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Scaffolding Collaborative Project Work 
in End-User Development 
Matthias Korn and Michael Veith 
University of Siegen, Germany 
matthias.korn@uni-siegen.de, veith.michael@gmx.net 

Abstract. In a long term case study, we have analyzed learning practices in a German 
Computer Club House (CCH) setting. Observing children and their parents creating 
artifacts with construction kits, we found that they had problems in maintaining the flow of 
their project work over time. Therefore, we develop concepts for a project management 
tool which support CCH settings to scaffold their growing information space in terms of 
artifact re-use and expertise development over time. Scaffolding in this regard is 
understood to support collaborative processes in communities of end-user development. 

Introduction 
Today’s children grow up in a highly computerized world already being exposed 
to various media technologies. They consume and even produce YouTube videos, 
Wikipedia articles and other forms of user created content every day. We strive to 
support children in their cognitive and social development, i.e. to enable them to 
understand the world they live in and empower them to form it according to their 
own conviction. Accordingly, we base our research on project work with active 
production and consumption of collaboratively created, personally meaningful 
artifacts. We concentrate on children as a special group of end-users. While we 
also observed their parents, we think some of these insights will be helpful for this 
user group as well. 

In this paper, we investigate how we can use Vygotsky’s concept of 
scaffolding in a collaborative project setting to support end-user development 
during all phases of project work and in multiple projects over time. By 
conducting a qualitative field study we hope to shed some light on this area. 

1 Theoretical Considerations and Motivation 
Overcoming Paperts (1980) focus on subjective concepts in constructing artifacts, 
Bruner recognizes Vygotsky’s social constructivist concept of scaffolding (Wood 
et al., 1976; Vygotsky, 1978). With scaffolding, the tutor would offer assistance 
only with those skills that are beyond the learner’s capability to help her master a 
task that she is initially unable to grasp independently. The tutor then begins with 
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the gradual removal of the scaffolding, which now allows the learner to work 
independently (Wood et al., 1976). Scaffolding is based on Vygotsky’s (1978) 
previous idea of the Zone of Proximal Development (ZPD). The ZPD is “the 
distance between the actual developmental level as determined by independent 
problem solving and the level of potential development as determined through 
problem solving under adult guidance, or in collaboration with more capable 
peers” (Vygotsky, 1978, p. 86). The ZPD shifts as the learner has expanded her 
knowledge and the scaffolding must constantly be adapted to address this change. 

Too little attention has yet been drawn to the sustainable long-term support of 
end-user development processes by scaffolding collaboration in project work. We 
propose a transition from designing single artifact construction kits to whole 
frameworks supporting project work over time. 

2 Settings and Methodological Approach 
The computer club ‘come_IN’ provides opportunities for elementary school kids, 
parents, and tutors to engage in group-oriented project work (Stevens et al., 2005; 
Veith et al., 2007). As described in more detail in Stevens et al. (2005), come_IN 
is inspired by the Computer Clubhouse concept by Resnick & Rusk (1996) 
adapted specifically to the German context. The project work within the club 
stems from the participants’ maps of experience. Projects normally last for several 
months and encompass the programmatic creation of varied multi-media artifacts. 

Ideally, all participants take part in all steps of the project work, i.e. 
brainstorming, planning, execution, wrapping-up, presentation, and reflection. In 
regard to scaffolding, ICT support should be available in all project phases. Re-
use of projects or parts of it in following projects should be a common practice. 

Our results stem from an evaluation study in the computer club house. Over the 
course of six months, we conducted participatory action research by implementing 
ourselves as tutors in the club collecting information through field notes, observa-
tions, interviews, and video and artifact analysis. This mix of methods allows us 
to collect as much information as possible in order to evaluate a pre-defined goal. 

3 Empirical Findings 
The identified practice reveals a picture that is different from the ideal situation 
described above. During the initial collective brainstorming phase re-use is rarely 
occurring. When beginning new projects, participants normally start from scratch 
building solely upon their prior experience but do not consider previously created 
artifacts or implemented ideas directly. 

Planning is only done by experts, i.e. tutors and some ‘old-timer’ parents. 
While children go about their own business, the experts are left alone discussing 
about the necessary tasks and task distribution at the big table in the club or sket-

10 



ching broader project layouts on the blackboard (Figure 1a). Children do normally 
lack the patience for longer discussions, but more importantly, they, as many 
parents, do not always have the insights into the general workings of the club. 

(a)  (b)  

Figure 1. (a) Tutors are planning alone while children go about their own business. (b) Mother 
sitting next to her son, nearly uninvolved throughout the whole session. 

The execution work is mainly done by children. They voluntarily commit 
themselves to realize their ideas within the project’s scope, as they have chosen 
the topics on their own. But they often have problems finding files on the network 
drive or other recently created artifacts to continue their work and stay focused. 
Parents are often much less involved in the actual project execution. Due to poor 
integration and personal disinterest, they only sit behind their kids, from time to 
time giving hints or advice (Figure 1b) or are not present at all. Much less do they 
show initiative in using computers themselves in activities deeply connected with 
their child’s activities. In general, parents barely take interest in other community 
members and their activities, only thinking about the progress of their child. 

Due to the lack of parents’ involvement, tutors are also very much occupied 
during execution helping all of the children (and also some parents) at the same 
time. The ICT expertise and club experience of the parents is too limited to help 
in some cases. In contrast, tutors have a relatively clear picture of the whole 
project structure, because they are heavily involved in all phases of the project 
workflow. Due to their high workload, monitoring of the overall project progress 
is hardly ever possible. Tutors do not have the time to coordinate and overview 
the activities of everyone. The poor monitoring creates additional work in the 
following wrapping-up of artifacts and re-organization, which is also mainly 
achieved by tutors. They collect the scattered sub-projects and fragmented 
material and combine and arrange it into the superordinate framework. 

Collaboration is mainly initiated without ICT support by the tutors. It is mostly 
them, who point participants to other members to collaborate on similar issues or 
projects or to exchange experience, ideas and help, which one party might have 
already acquired. Though participants collaboratively choose a common topic or 
share a common experience, they deal with it independently. 
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This lack of direction in project work and collaboration motivates a need for 
scaffolding of collaborative project work in the community beyond the scaffol-
ding of the individual mind. To support this scaffolding and enable the partici-
pants’ involvement in all phases of the project workflow, we aim for a transparent 
visualization of the network of other participants’ related previous work, of their 
expertise and generally supportive artifacts (e.g. tutorials, related tools). This may 
help to engage more community members into the planning process and the 
following phases of the work flow. These additional tools could be seen as a kind 
of project management software used as the working environment by all 
participants. It acts as a scaffold to the members giving them contextual support in 
those tasks that are initially beyond their individual capabilities or knowledge. 

4 Conclusion and Outlook 
In this paper, we investigated Vygotsky’s concept of scaffolding to support colla-
borative project work in end-user development. We proposed that sustainability 
(in terms of a growing information space) by providing end-users support in 
collaborative project work over time is more important than the tools themselves 
(i.e. construction kits). In our analysis we showed how fostering collaboration by 
scaffolding orientation and cognitive mapping can be achieved through 
visualization of artifact and expertise distribution. 

Based on our experiences, we showed the Janus-faced nature of scaffolding. 
On the one side, scaffolding is seen to support the individual mind and thoughts as 
constructionists use it in artifact construction kits. On the other side, we proposed 
a scaffolding technique to support collaborative processes of whole communities. 
Both sides of the Janus face need to be embraced as they can lead to different 
design implications. Currently, architectural design decisions have been made and 
the system is being implemented and needs evaluation afterwards. 
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An Outline for a Syllabus for 
Introducing End-user Type of Students 
to the Object-oriented Paradigm 
Rony G. Flatscher 
Wirtschaftsuniversität Wien, Institut für Betriebswirtschaftslehre und 
Wirtschaftsinforma-tik, Augasse 2-6, A-1090 Wien, Austria 
rony.flatscher@wu-wien.ac.at 

Abstract. This work-in-progress paper sketches a syllabus for introducing end-user type 
of students at the Wirtschaftsuniversität Wien to the object-oriented paradigm. The 
knowledge of this syllabus then serves as the fundamental building block for subsequent 
syllabi for scripting Windows and Windows applications and for scripting Java and Java 
applications.  

Keywords: EUD (End-user Development), EUP (End-user Programming), Ob-ject-
oriented Paradigm, Syllabus, ooRexx. 

Introduction  
Working at a University (Wirtschaftsuniversität Wien, WU) where more than 20,000 students 
study Business Administration and Economics, there are quite a few students who are very 
interested in Business Informatics/Management Information Systems (MIS) but have either no or 
poor prior exposure to programming. As today’s software infrastructure is heavily based on 
object-oriented (OO) concepts, it is mandatory to teach students the OO basic concepts and have 
them apply their acquired knowledge on a regular basis, such that many of the abstract concepts 
become “tangible” for the solution of (e.g. Business process) problems with the help of a 
programming language or environment.   
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This work-in-progress paper introduces the syllabus for teaching WU-students the basics of 
programming and in the process concentrates on the OO-paradigm. The pro-gramming language 
used in those classes is “Open Object Rexx” (ooRexx, cf. [1, 2, 3, 4]), which can be regarded as a 
“human centric”, basically typeless, interpreted pro-gramming language, which is available for 
practically all operating systems. It im-plements all of the most important OO concepts and 
therefore can be used to demon-strate and experiment with these.   

1 Set-up of the Lecture and the Syllabus  
This syllabus accounts for two European Credit Transfer System (ECTS) points. 
The students are set up into groups of two, such that no one is left on his/her own, 
when creating the assigned (homework) programs. After each installment the 
students must create two small programs on their own, which each stress some 
newly introduced concept. The homework has to be turned in via a mail server list 
such that all other students are able to see and study the homework of their 
colleagues one day before the next installment of the class takes place, i.e. within 
seven days. That mail server list is also intended for seeking and giving help 
among the students (although rarely used for that purpose, probably because 
students do not want to document in the public that they would not understand 
some fundamental concept). 

As one cannot learn how to swim in a classroom only, it is mandatory that the 
students “wet their feet” and finally start to learn swimming in the water, it is 
important for end-users to really apply the theoretically learned concepts with a 
real programming language. Such a programming language should be easy to 
learn (i.e. possesses among other things a simple syntax) and easy to debug (i.e. 
give as helpful error messages as possible and allow for debugging at various 
levels of detail). Over the course of many years the author “stumbled” over a 
practically unknown scripting language that was originally created by IBM, 
Object REXX, that nicely realizes the aforementioned important properties. (That 
language was donated by IBM to the RexxLA and is now a free and open source 
scripting language, named “Open Object Rexx (ooRexx)”.) Experimenting with 
this OO-scripting language at the University of Es-sen in the beginning of this 
millennium, and then later at the University of Augsburg and finally at the 
Wirtschaftsuniversität Wien, yielded a very helpful teaching tool that 
demonstrates the taught (OO) concepts very nicely. All interested students, 
Business Informatic students in the case of Essen, and Business Administration 
students (“end-user-developers/programmers”) alike could master the language, 
and more important the OO concepts within five weeks à four lecture hours, 
which has been very remarkable and helpful for the subsequent courses that build 
on the results of this one.  
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1.1 Syllabus for the Foundation of Programming  

The first part of this course introduces the building blocks of programming, like 
the definition of a statement, flow-of-control (repetitions, selections, 
procedures/functions, modules/packages), and the runtime environment, under 
which pro-grams get executed.  

1.1.1 Installment 1 

An overview of the course is given, followed by the thoughts that led to picking 
the ooRexx language as the tool for this course. A brief history of ooRexx is 
given, pointing out the motivation of creating it in the first place and discussing 
design goals like “human-centricness” of the programming language, which 
makes it so suitable for end-user-development/programming.   

Confronting the students with a short hello-world program in ooRexx it is 
explained, that the program is stored as a plain text file and needs to be interpreted 
by the ooRexx interpreter. In this context the online help system is introduced and 
explained, stressing the excellent reference PDF documentation that comes with 
the language.  

The students will learn the concepts of a variable, a statement, a block, a 
branch, and repetition (loop). As ooRexx is not strictly typed there is no need to 
explain types at this time at all.  

1.1.2 Installment 2  

The students learn about labels which are used as jump targets and that are 
needed, if one organizes repetitive code as procedures and functions. In addition 
built-in functions (BIF) are introduced as well as external programs serving as 
jump targets for procedures and functions. For this to work reliably, resolution 
rules need to be de-fined, that are followed by the interpreter.  

Creating more complex programs by creating procedures and functions is 
eased by the concept of a scope, which allows for insulating the variables of a 
procedure or function from the rest of the program.  

This installment continues with the introduction of the concept of associative 
arrays, dubbed “stem”-variables in ooRexx, and concludes with the keyword 
instruction “PARSE” which makes it very easy to parse strings into different 
parts.  

1.1.3 Installment 3  

In this installment the students learn about the concept “conditions”, 
“exceptions” and how to intercept them, if the programmer so desires. In addition 
retrieving arguments by reference within procedures and functions is discussed, 
making it for the first time explicit that so far only calls by values got carried out.  

The concept of “directives” is introduced, which are carried out by the 
interpreter prior to executing the program. A brief overview of the directives 
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“requires”, “routine”, “class” and “method” is given, followed by a more 
thorough discussion of the “requires” and “routine” directives.   

1.2 Syllabus for Object-oriented Programming  

The second, concluding part of this course introduces the OO concepts of class, 
sub-classing/specializing, class hierarchy, inheritance including multiple 
inheritance (!), methods, method resolution (and the role of the variables named 
“self” and “super”), message (available as first class objects, FCO, in ooRexx, as 
well as the “un-known/cannot-understand-message”-concept) and some of the 
most important, common collection classes for the utilities, they offer the 
programmer. 

1.2.1 Installment 4 

First the concept of an “abstract data type (ADT)” is introduced and the concepts 
“at-tribute” and “function/behaviour” are introduced and discussed. Object-
oriented programming languages are designed to easily implement ADTs in the 
form of classes. It is stressed that the OO-paradigm introduces an own set of 
“termini technici” like “class”, “object/instance/entity”, “inheritance”, and he like. 

With the help of simple examples the correspondence between ADTs and their 
implementations in the form of classes – in ooRexx using the “class” and 
“method” directives – is repeatedly given. Taking advantage of classes 
necessitates the knowledge of the concepts “messages”, “cascading messages” 
and the introduction of additional scoping rules.  

The concepts of “constructor” and “destructor” get explained and their effects 
demonstrated with little nutshell examples.   

This installment concludes with the introduction of the concept of a 
“classification tree” and how it gets used in method resolution, introducing the 
runtime variables “self” and “super” in this context. 

1.2.2 Installment 5 

Firstly, the OO-concepts introduced in the prior installment get repeated, followed 
by a detailed explanation of the “class” and “method” directives which allow for 
re-iterating the important building blocks. 

Following the class hierarchy explanations the concept of “multiple 
inheritance” is introduced and exemplified with a little nutshell example. (This 
originally was moti-vated by reading an interview where the creators of Java 
thought that this concept is difficult/not understood by developers and therefore 
error-prone. Every EUD so far was able to understand that concepts without any 
problems!)  

This installment concludes by introducing and characterizing the core class 
hierarchy that comes with ooRexx, concentrating on the collection classes. 
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2 Conclusion and Outlook  
This article briefly introduced a syllabus for teaching end-user-kind of students 
(i.e. Business Administration and Economic students) the object-oriented 
concepts and object-oriented programming with the help of an easy to learn 
scripting language named ooRexx in a course of two ECTS points. 

Building on this fundamental building block it becomes then possible to teach 
such EUD-kind of students in another two ECTS points class the fundamentals of 
scripting Windows and Windows applications (even beyond Microsoft Office!) 
using the infra-structural ActiveX interfaces and Windows script host (WSH). 
Explaining the ooRexx OLE proxy class for OLE-driven scripts is then a matter of 
20 minutes only! 

In addition it becomes possible for EUD with the OO-building block 
knowledge in four ECTS point course to teach scripting of Java and Java 
applications, which allows for creating operating system and platform 
independent scripts and applications! 

It would not be possible to achieve the same depth of a working knowledge for 
EUD with a programming language like Java, C++, C#, Perl, Python, or even 
Visual Basic (or VB.Net for that matter), because of the syntax rules, richness of 
functionalities and (syntax) peculiarities of those languages. 
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Abstract. The recent trend in Software-as-a-Service (SaaS) offers the end user ready-to-
use software systems via a new delivery model. Market leader Salesforce.com can be 
seen as the prototypical implementation of SaaS software. One of the key assumptions 
made by Salesforce.com is that end users do not need explicit support to express their 
user need information. Therefore, no explicit methodology is offered to combine solution 
information with the end user’s need information to design a responsive Salesforce.com 
product. We will provide a method for end users to express their requirements in order to 
discover how the Salesforce.com Sales Force Automation (SFA) application should be 
configured. By using the toolkit, the end user will discover which part of his needs are 
covered by means of the SFA application. This way, the user will be able to start his end-
user development path for the covered functionality, and use the resulting toolkit models 
to communicate to other stakeholders what is missing in the Salesforce.com SFA 
application.  

Introduction  
The recent trend in Software-as-a-Service (SaaS) offers the end user ready-to-use 
software systems via a new delivery model. Market leader Salesforce.com can be 
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seen as the prototypical implementation of SaaS software. One of the key 
assumptions made by Salesforce.com is that end users do not need explicit 
support to express their user need information. Therefore, no explicit 
methodology is offered to combine solution information with the end user’s need 
information to design a responsive Salesforce.com product. We will provide a 
method for end users to express their requirements in order to discover how the 
Salesforce.com Sales Force Automation (SFA) application should be configured. 
By using the toolkit, the end user will discover which part of his needs are 
covered by means of the SFA application. This way, the user will be able to start 
his end-user development path for the covered functionality, and use the resulting 
toolkit models to communicate to other stakeholders what is missing in the 
Salesforce.com SFA application. 

1 Method 

1.1 Example Organisational Setting  

The sales department of a fictive enterprise in the telecommunications sector 
called TechCom incorporates a lot of best-practices known, as the sales manager 
used to work for one of the big consultancy offices. The department is currently 
led by the sales manager, who reports to the vice-president of Mid-Markets. Two 
sales teams are working for the sales manager, each team consisting of five 
account managers. The account managers are the single points of contacts to the 
account, looking for opportunities to sell products and services and trying to build 
good relationships with the contacts at the account. When TechCom organizes a 
big annual event, they ask visitors who want more information to fill in a 
feedback form. These possible new customers are given to the Sales Manager, 
who keeps an Excel sheet with possible leads and customers-to-be-contacted. 
During the weekly conference call with all account managers, the sales manager 
assigns the new leads to the relevant account managers. As the sales manager has 
little time to double check these assignments, sometimes leads are getting lost. 
Furthermore, the sales manager would like to impose a standardised way to 
qualify a lead, because he suspects that some of his account managers convert 
leads into contacts too soon to reach their monthly targets.  

The sales manager decided that he would save time by automating the current 
sales processes by means of Salesforce.com SFA, but he feared that the current 
timing was badly chosen. First of all, the VP Mid-Markets has a deep distrust of 
hosting sensible customer data at a vendor site. Therefore, he instructed the sales 
manager to keep the financial customer data locally in the ERP system, and 
wanted to have a secure bridge between the local and the external SaaS server. 
Secondly, because the sales manager wants to gain the trust of his boss, he 
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decided to limit the project scope to the lead management processes; when trust 
has been established, the sales manager would like to extend the automation scope 
to opportunity management and account/contact management. Thirdly, the sales 
manager wants to find a consensus on the requirements needed with his 
colleagues from other company sites, as sales managers from other country sites 
are instructed –when implementation was successful– to work on the same 
system. Finally, due to an unfortunate coincidence, the wife of the sales manager 
is pregnant and the manager was granted a parental leave for three months after 
this SaaS automation project. A senior consultant will fill up this gap, but only a 
few days of knowledge transfer are foreseen. 

1.2 Toolkit Method for End User  

Research in the area of Management Science suggests that product design done by 
the product user is far more efficient than innovation by product manufacturers 
[1]. It is proposed to outsource need-related innovation tasks to the users 
themselves after equipping them with toolkits for user innovation. As an example 
in the business/IT field, Ricken & Steinhorst [2] propose to empower a business 
user by considering the Supply-Chain Operations Reference-model (SCOR) as a 
toolkit for business process innovation. In our research, we propose to use the first 
phases of the Tropos methodology [3] as a toolkit mechanism. The Tropos project 
provides a model-driven methodology where i* models [4] are used to drive the 
generation of software systems.  

Figure 1. Toolkit method for end user. 

We propose a toolkit method for end users, as displayed in Figure 1, where a 
solution expert creates a model of the generic solution (Part A) and the end user 
models his specific problem (Part B). Later on, the end user matches both models 
in order to understand where the solution supports his needs (Part C) and 
configures the fractions of the solution that supports his needs (Part D).  

The i* modelling framework provides us with different modelling constructs to 
specify intentionality. A goal node in the goal tree shows that there are alternative 
ways of achieving the goal, but no specific instructions are given how to achieve 
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the goal (e.g. when a car owner enters a repair shop and asks to “just get it 
fixed”). A task node shows that we specifically know what to do but there are 
constraints on how to do it (e.g. the car owner asks the repair shop to raise the 
engine idle settings in order to fix the engine).   

Given that the generic solution has been modelled in i* by an application 
expert (Figure 2 – Part A), the end user can import this solution model into the 
toolkit environment. Applied to the TechCom case study, the sales manager 
models his specific problem (Figure 2 – Part B) using the i* modelling language.  

 

 
Figure 2. Matching generic solution model with specific problem model 

By drawing contribution relationships between the relevant goals, the end user 
is able to express the degree to which the SaaS system supports his goals (Figure 
2 – Part C). Note that automated support is needed for helping the user to know 
which arrows to draw. In the context of non-functional requirements, Castro et al. 
[3] propose the contribution relationships help (partial positive), make (sufficient 
positive), hurt (partial negative) and break (sufficient negative). Nevertheless, 
these contribution relationships could also be seen in a more general context [5] 
where contributions are expressed between both functional and non-functional 
requirement goals. After matching the generic solution model with the specific 
problem model, we obtain covered requirements (Figure 3 – Covered zone) and 
requirements that are not supported by the solutions’ capabilities (Figure 3 – 
Problem zone). 
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Figure 3. The SFA application may not cover all requirements 

In the covered zone, the use case ‘Monitor lead history’ helps to enforce the 
legal compliance, while use case ‘Single click lead conversion’ makes the 
prevention of leads getting lost. Limiting the scope of the SFA application to the 
lead management module makes the establishment of further trust. The problem 
zone shows the limitations of the SFA application: no secure ERP connection is 
foreseen, opportunity and account management is planned to install on medium- 
to long-term, still further trust of VP is needed and legal compliance is not fully 
supported by a SFA use case.  

Finally, guided by the covered requirements, the end user follows the 
instructions of the SaaS documentation to install the solution that supports these 
requirements. For instance, configuring the ‘Single click lead conversion’ use 
case is fully specified in Salesforce.com end user documentation (see Figure 4).  

 
Figure 4. End User Documentation for ‘Single click lead conversion’ use case  
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2 Conclusions  
Triggered by the fact that Salesforce.com does not provide explicit RE support to 
end users, we believe that end users provided with RE support could obtain fast 
time-to-market of SaaS applications. This paper proposed a requirements 
specification method to allow end user to express their problems in order to select 
the correct Salesforce.com SFA functionality. Future work will validate our 
contribution and show the generic applicability of our method.  
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Abstract. As scientific software is made available within grid infrastructures, EUD 
increasingly becomes an important activity to support because scientists need to retain a 
significant amount of control over the code they use to develop experimental workflows 
and computational models. We present preliminary findings from two case studies where 
project teams modified the software engineering lifecycle through the implementation of a 
reconceptualised notion of pair programming as a means in which to facilitate EUD.  
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Introduction 
End-user development has been defined as "a set of methods, techniques, and 
tools that allow users of software systems, who are acting as non-professional 
software developers, at some point to create, modify or extend a software artefact" 
[1]. End-users can modify software based upon the computing expertise they may 
have or the type of modification required; "from customization to component 
configuration and programming" [2]. In this paper, we present findings from our 
ongoing empirical studies of end-user development (EUD) practices within e-
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Research projects. Specifically, we focus on the use of Agile methods [3], and 
pair programming in particular, as a means in which to facilitate EUD. Thus, 
enabling researcher communities to take an active role in the design of scientific 
software. 

e-Research is a revolutionary new approach to distributed research 
collaboration implemented through large-scale, multi-disciplinary, grid 
infrastructures that support research efforts in the natural sciences, social sciences, 
the arts and the humanities. e-Research systems include two key technical 
artefacts; grid infrastructures which process, transport and store data using 
distributed high performance computing resources, and software applications that 
assist and extend the ways in which researchers communicate, collaborate and 
perform work activities. To achieve the e-Research vision, projects initially 
focused on developing technical solutions to generic technical requirements such 
as; the design of large federated databases, data compression and transfer 
techniques, and security mechanisms in distributed architectures [4]. Even when 
these technical successes are achieved however, in some cases, e-Research 
applications have not been adopted by their intended user communities as they 
challenge the conventions and work practices of researchers [5]. Whilst barriers to 
uptake and challenges to adoption exist for many reasons, including those of 
large-scale, distributed project management [6], in this paper we explore the ways 
in which the user-centred design processes has been extended to meet those 
challenges. 

For this research, we are engaged in ongoing ethnographic fieldwork [7] to 
understand how software engineering practices employed in e-Research projects 
might influence technology outcomes. We present two case studies where end-
user developers collaborate with software engineers to design e-Research 
applications. In each case study, pair programming features as a key activity 
which serves to engage end-users directly in the design and coding of scientific 
software. Interestingly, these projects have adapted the concept of pair 
programming, described in Agile and XP, from conducting sessions exclusively 
amongst pairs of software engineers to working in hybrid pairs made up of 
domain researchers and software engineers working side-by-side in the production 
of code. 

This reconceptualised notion of pair programming, as a means in which to 
facilitate EUD, challenges traditional notions of the types of activities that might 
be included within a software engineering lifecycle. It also challenges traditional 
notions of the user-centred design process as the degree and level of granularity to 
which end-users participate in the design process is greatly extended. We present 
preliminary findings of how this new type of hybrid pair programming may 
contribute to EUD through two case studies; the Cancer, Heart and Soft Tissue 
Environment (CHASTE) project, which is developing scientific software for 
computational biology and the UK Network for Earthquake Engineering 
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Simulation (UK-NEES) project which is developing a system to link together 
three UK earthquake engineering laboratories to enable real-time, distributed 
experiments.  

 

1 Using EUD Practices to Identify Requirements 
and Design for Usability  

In each case study, EUD practices were used to both identify system requirements 
and design software for usability. A hybrid approach to pair programming has 
exposed the software development process to account for emerging requirements 
at the level of code. It has also increased the likelihood of software usability as 
both the scientist and the software engineer work collaboratively to design 
technical solutions from the practical standpoint of its actual use within the 
research setting. This may seem like a risky approach to take when projects are 
under time constraints and include a diverse and geographically distributed group 
of stakeholders. On the contrary, it gave software engineers hands-on access to 
the everyday working practices of scientists which has proven to be far more 
valuable than designing exclusively through specification documents.  

1.1 The CHASTE Project  

The Cancer, Heart and Soft Tissue Environment (CHASTE) project, is an e-
Research project developing scientific software for computational biology. The 
system provides researchers access to a grid infrastructure where complex models 
of biological functions can be processed and visualised. The project specifically 
wanted to assess how agile methods could be incorporated into the software 
engineering lifecycle. They achieved this by fostering a close collaboration 
between heart and cancer modellers, who have expertise in the research domain 
including identifying appropriate algorithms to include in a biological model, and 
software engineers, who have expertise in the optimisation of code that would be 
migrated over to the grid infrastructure. The project has reported that using agile 
methods has been far more effective in the design of software than plan-driven 
software development methods because [8]: 

• It enables quick integration of new members typical in academic projects  
• The quality of code increases through the sharing of different types of 

expertise 
• It encourages rapid code development using short timeframe iterative 

cycles based upon user stories  
• It enables the design of adaptable and extensible code that can be 

modified as requirements change based upon scientific discoveries in the 
field 
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Pair programming has provided a forum in which cancer and heart modellers, 
with the assistance of software engineers, can develop the code base together. The 
project has adapted the concept of pair programming so that it could be made 
useful for dispersed project members through the introduction of the peer review 
of code. Peer review allows software engineers to comment on the robustness of 
code initially developed by the cancer and heart modellers. It also provides 
researchers opportunities to better understand and extend the capabilities of their 
code for specific research purposes. Perhaps most importantly for scientists, 
hybrid pair programming has meant that the project has been more responsive to 
changes within the research domain as both technology and the science progress. 
The fragment of interaction below provides an example of the different types of 
expertise required to produce both scientifically meaningful and computationally 
efficient code. 

 
Figure 1. Referring to a journal article (left image). Consulting with a colleague (centre image). 
Turning to the code (right image). 

In this example different experts are consulted at different times. As the 
mathematician and software engineer read through a biology journal article 
clarification was needed in order for them to better understand the mechanics of 
cell division. In this case, an expert, a co-author of the paper, was onsite and 
could instantly clarify their query. This demonstrates the speed in which 
requirements can precisely be identified so that the appropriate software could 
begin to be developed that afternoon. Having access to different types of expertise 
as the code is written provides project members with opportunities throughout the 
day in which to query each other. This has resulted in the design of software that 
more accurately reflect end-user needs and where common understandings about 
the system's purpose and functionality is achieved more quickly. If the software 
engineers were asked to rely solely on written materials such as a specification 
document or journal article the software may take longer to produce and it may 
need to be re-coded so that it matches scientists' requirements accurately.  

Within computational biology the design of computer models, sharing 
visualisations and the analysis of large datasets have become central activities that 
support scientific research [9]. In these circumstances, end-user programming 
increasingly becomes an important activity to support within the project lifecycle. 
Currently, scientists retain a significant amount of control over the code that they 
use for research purposes. This software has, up until now, run on single desktop 
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machines or local systems. However, as locally produced and routinely modified 
programs migrate over to distributed grid infrastructures they require a degree of 
re-coding in order to work efficiently within them. As e-Research projects support 
this transition, hybrid pair programming has proved effective for both scientists 
who want to retain a working knowledge of the code and software engineers who 
are interested in implementing efficiently systems. 

1.2 The UK-NEES Project  

The UK Network for Earthquake Engineering Simulation (UK-NEES) project is 
developing a system which will link together three UK earthquake engineering 
laboratories in the UK to enable real-time, distributed, hybrid1 

earthquake 
experiments [10]. In this project, civil engineering researchers work closely with 
software engineers to optimise existing code that will need to run in a distributed 
architecture and to develop new software that will give users access  
to a 'virtual lab'. When a researcher was asked how he is involved in the process 
of gathering requirements he replied:  

It's difficult, I am the end-user but I'm also probably one of the main people involved in 
actually setting the whole thing up (UN03a-08).  
From the researcher's point of view "setting the whole thing up" includes 

developing code to meet the project's requirements and designing a usable 
application that other researchers, not involved in the project, could operate. 
Earthquake engineering researchers routinely produce code as part of their 
research process. For example, in order to conduct a hybrid earthquake test an 
experiment must include both a numerical model of a structure and a 
computationally produced workflow that will execute and record the experimental 
procedure. Earthquake experiments tightly couple the computer system with 
experimental procedure and so domain researchers expect to be able to modify 
software features for their research purposes. 

In the UK-NEES project researchers developed storyboards and incorporated 
pair programming practices into the software engineering lifecycle. Storyboards 
have been used to communicate the requirements of researchers through diagrams 
which represent work processes and experimental workflows. The researcher 
states that:  

I kinda wrote this [requirements] down for him [software engineer], in a pictorial form similar 
to the scribbles you saw there. [He] knows what I'm looking for and then [he] will go and 
hopefully program a portal up like that (UN03b-08).  
This practice is similar to the agile methods technique of developing 'user 

stories' where 'customers' produce short descriptions of how they would like the 
system to function [3]; the customer in this case being the scientist. Additionally, 

                                                 
1 Hybrid' refers to the design of an experiment that consists of both a numerical model and a physical 

specimen. 
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hybrid pair programming has facilitated close collaboration between domain 
scientists and software engineers. 

For the critical parts then we both sit together and I say; 'This is what needs to be done' and 
'We should kind of program it in this way' ... cause [the software engineer] doesn't have an idea 
about how the test should work. He doesn't know anything about the civil engineering side of 
things ... I put my suggestion down and he'd put his suggestion as to how you can maybe 
improve that and then once we get it into a format that works then [the software engineer] will 
code it and I'll have a look at the code [and] if it is doing what it's supposed to be doing then 
it's good and we'll use it. (UN03c-08).  
This quote is a good example of how the domain researcher and the software 

engineer share their expertise with each other to produce code that is both 
efficient to run in a distributed system and relevant to research purposes. 
Interestingly, when the domain researcher was asked if he would call this type of 
collaboration 'pair programming', he indicated that he had never heard of such a 
practice and that he had no knowledge of 'agile methods'. In this case, agile-like 
practices emerged naturally from within the project unlike the CHASTE project 
where project members had a specific interest in evaluating agile methods.   

2 Discussion  
In both case studies, project teams modified the software engineering lifecycle 
through the implementation of a reconceptualised notion of pair programming as a 
means in which to facilitate EUD. The case studies also demonstrate how the 
user-centred design process was extended so that end-users could contribute the 
appropriate degree and level of granularity to the design of software. While each 
project has transformed traditional notions of the ways in which to manage large-
scale software development projects, they have also brought to the forefront the 
requirement that applications must support EUD practices long after these large-
scale systems have been embedded into the research communities that use them.  

As scientific software is made available within grid infrastructures, EUD 
increasingly becomes an important activity to support because scientists need to 
retain a significant amount of control over the code they use to develop 
experimental workflows and computational models. However, their primary 
objective is to conduct domain-specific research. In such circumstances, the 
challenge becomes one in which researchers maintain an appropriate balance 
between the time they spend coding and conducting research. Introducing hybrid 
pair programming as means to facilitate EUD may provide a solution to this 
challenge. 

Our preliminary findings are of particular interest to us as requirements 
engineering researchers as we investigate new approaches to designing and 
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managing e-Research applications for usability1. Usability, has traditionally been 
defined as a quality that can only be evaluated once a system has been developed 
and where interface design guidelines can be used to determine measurable 
characteristics of usable systems [11]. Our findings suggest the contrary, that 
usability is an emergent property which cannot be located as something that is 
built into software but rather as something that can only be found in the emergent 
practices of end-users [cf. 12] as they interact with software artefacts. Hybrid pair 
programming also provides us with an extended notion of Participatory Design 
[13] where domain researchers engage as active participants in collaboration with 
software engineers; working side-by-side in the production of code. Such close 
collaborations between scientists and software engineers also foster informal 
communication and cooperation, two factors attributed to bringing about the 
design of usable software [14]. 

In future research we intend to conduct a comparative analysis of the 
organisation of software engineering practices across projects [cf. 15] that use 
hybrid pair programming as a means in which to facilitate EUD. We will examine 
how such partnerships increase the usability of software and include analysis of 
similarities, differences and issues.  
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